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class Singleton {
    private static Singleton instance = null;

    private Singleton() {}

    public static Singleton getInstance() {
        if (instance == null) {
            instance = new Singleton();
        }
        return instance;
    }
}
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class Singleton {
    private static Singleton instance = null;

    private Singleton() {
    }

    public static synchronized Singleton getInstance() {
        if (instance == null) {
            instance = new Singleton();
        }
        return instance;
    }
}
A good solution

class Singleton {
    private static Singleton instance = null;

    private Singleton() {};

    public static synchronized Singleton getInstance() {
        if (instance == null) {
            instance = new Singleton();
        }
        return instance;
    }
}
class Singleton {
    private static Singleton instance = null;

    private Singleton() {};

    public static Singleton getInstance() {
        if (instance == null) {
            synchronized (this) {
                if (instance == null) {
                    instance = new Singleton();
                }
            }
        }
        return instance;
    }
}
The "Double-Checked Locking is Broken" Declaration

David Bacon et al.
Do we modify the model...
Do we modify the model... again?
Do we modify the model... again?

The transformation is abstracting the bugs!
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“Relevant correctness requirements”
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Relevant correctness requirements

In-vivo and in-vitro executions

G. Candea
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Fool me once, shame on you;
fool me twice, shame on me
```java
class Singleton {
    private static Singleton instance = null;

    private Singleton() {};

    public static Singleton getInstance() {
        if (instance == null) {
            instance = new Singleton();
        }
        return instance;
    }
}
```
```java
class Singleton {
    private static Singleton instance = null;

    private Singleton() {};

    public static Singleton getInstance() {
        if (instance == null) {
            synchronized(this) {
                if (instance == null) {
                    instance = new Singleton();
                }
            }
        }
        return instance;
    }
}
```
<table>
<thead>
<tr>
<th>Risk involved</th>
<th>Program</th>
<th>Expected behavior</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multithreading</td>
<td>![Cup of Coffee]</td>
<td>Multiple singletons</td>
</tr>
<tr>
<td>Multithreading</td>
<td>![Cup of Coffee]</td>
<td>Delays</td>
</tr>
<tr>
<td>Execution in Windows</td>
<td>![Cup of Coffee]</td>
<td>OS crash</td>
</tr>
<tr>
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Recycling of Program Correctness Proofs

“A crazy idea”
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Experience-based model refinement
Experience-based model refinement

Not automatic!
Thank you!